
n contrast to traditional networks, software-defined net-
working (SDN) decouples the control plane from the data
plane to enhance programmability and flexibility of net-
work control [1]. In SDN, the control plane is a logically

centralized controller, which communicates with the data
plane via a control channel, say the OpenFlow protocol stan-
dardized by the Open Networking Foundation (ONF) [2].
SDN is suitable for managing connectivity because the con-
troller has a global view of the network. If deploying network
function virtualization (NFV) modules [3] as SDN services is
desired, the controller will have to handle numerous control
messages and incoming packets from the data plane to classify
them or even inspect packet payloads.

This work presents an extended SDN architecture to
reduce the traffic overhead to the controller and support NFV
by service chaining [4]. We designed a two-tier mechanism to
classify traffic on the data plane instead of the control plane
as much as possible. In the first tier, a classification module,
which inspects the TCP/IP and application headers, is added
on the switch. If this module is unable to determine the policy
to be applied, a deep packet inspection (DPI) module in the
second tier serves as an NFV module and analyzes the pack-
ets that cannot be classified in the first tier. The controller
determines the services to be invoked based on the classifica-
tion results, and makes the decision about service routing.
Both modules will retain the decision, so subsequent packets

will be directly forwarded to the NFV modules designated by
the controller. We implemented intrusion prevention as the
example for evaluating the extended architecture.

The rest of this article is organized as follows. We first pre-
sent the background of this work. Then we present the extend-
ed architecture, and evaluate its performance. Finally, we
conclude this work.

Background
Traditional network devices have fixed firmware and functions
developed by manufacturers in a closed manner, so experimenting
with network innovations is usually restricted. The tightly coupled
control plane and data plane also reduces the flexibility of net-
work management. SDN is the evolutionary consequence toward
the desire for a programmable network and the separation of the
control plane and the data plane. OpenFlow was proposed by
McKeown et al. to standardize the communications between the
centralized controller and the managed switches in SDN [5]. The
idea is inherited from previous works in programmable networks
such as active networks, which allows instructions to be carried by
packets and executed by network devices. After programmable
networks, projects toward the separation of the control plane and
the data plane, such as the forwarding and control element sepa-
ration (ForCES) framework, were developed to standardize the
communications between multiple control and data elements
within the same network. OpenFlow followed up, and its success
further promoted the wide deployment of SDN. Due to limited
space, we refer the readers to [5] for a complete survey of Open-
Flow development. The technical background and related work
are described in the following.

OpenFlow Protocol and NFV
The OpenFlow switch specification defines the communica-
tion messages between the control plane and the data plane
and their processing [2]. An OpenFlow switch handles incom-
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ing packets by matching the entries in the Open-
Flow pipeline, which consists of one or multiple
flow tables. The switch applies the instructions in
the matched entries, and performs actions such
as packet forwarding. In case of a table miss, the
switch may send an OFPT_PACKET_IN message to
the controller to ask for the actions to be applied,
depending on the configuration. The controller
then replies to the switch with an OFPT_PACK-
ET_OUT or OFPT_FLOW_MOD message containing
an action list. The controller can specify to add,
modify, or delete flow entries on the switch. The
specification also defines the messages for the
controller to collect information from a switch.

The controller is responsible for extracting net-
work events, collecting statistics, and analyzing
payloads for service routing decisions to support
NFV modules, which make up a framework that
decouples network functions from proprietary hardware appli-
ances and enable dynamic methods to construct and manage
network functions with virtualization. The data plane can help
the tasks and notify the controller to relieve its burden. The
amount of traffic from the switch to the controller is also
reduced. However, OpenFlow defines neither flow entries for
various network events nor messages for passing high-level
network states to the controller.

NFV also simplifies the process of service chaining. Fur-
thermore, a network service header (NSH) [6] is metadata
added to a packet for creating a service plane, and it is encap-
sulated in an outer header for transport.

Related Work
Companies such as Cisco, Qosmos, Juniper, Huawei, and
Ericsson [7–11] have solutions for building service chains with
traffic classification functions. On the contrary, we focus on
extending the data plane and the OpenFlow protocol mes-
sages. The primary difference from the prior works in terms
of traffic classification is the two-tier classification, the extend-
ed OpenFlow protocol messages, and service chaining mecha-
nisms. Furthermore, the previous works do not reveal or
evaluate their design in detail. Curtis et al. [12] designed the
DevoFlow framework to keep as many flows as possible in the
data plane and reduce the traffic overheads to the controller,
but that work is irrelevant to traffic classification on the
switch or providing NFV. Shin et al. [13] implemented the
FRESCO architecture to support security services on the con-
troller, but it did not reduce the burden of the controller and
is irrelevant to NFV.

The Extended Architecture
The extended architecture will be presented in three subsec-
tions. First, we present an overview of this architecture, and
then describe the extended OpenFlow protocol messages.
Finally, we illustrate the operation with two case studies of
intrusion prevention.

Overview of the Extended Architecture
The extended architecture is intended to map NFV modules
to SDN. Compared with deploying NFV modules in an Open-
Flow-based SDN, this architecture moves traffic classification
from the controller to the data plane, and extends OpenFlow
messages with a matched field of network events. The data
plane reports network events to the controller after classifica-
tion, and the controller then sets the extended table entries on
the data plane. Thus, the controller’s burden is relieved. Fig-
ure 1 illustrates the extended architecture. The OpenFlow

pipeline is extended to service chaining policies. If the switch
cannot classify the traffic, the DPI module can extend the
data plane and help classification. The OpenFlow messages
are also augmented to support the extension. The SDN appli-
cation implements the service routing logic via the north-
bound interfaces.

This architecture classifies incoming traffic for service
chaining, and refers to network events, statistics, and packet
headers to decide the service chaining policies on the data
plane. The classification (CLA) module is located on the
switch. Payload analysis is shifted to the DPI function as an
NFV module because the analysis is too expensive to be per-
formed on the switch. If the policy tables on the data plane
are missing, the data plane will send an extended OpenFlow
message to query the controller about the policies. The con-
troller will make the decision and reply based on the network
states and the packets on the data plane. OpenFlow is extend-
ed to support such communications between the control plane
and the data plane. In summary, the extensions involve modi-
fications on the switch, the NFV modules, and the extended
OpenFlow to lift the limitations of the conventional SDN
architecture. Other NFV modules, if any, also belong to the
data plane. The service routing (SR) module on the control
plane serves as the decision maker for the policies maintained
on the data plane.

The CLA and DPI modules classify incoming traffic for
various NFV modules according to network events. The for-
mer extracts network events from the transport layer and
application headers of incoming packets, while the latter
extracts from the entire packets, particularly the payloads,
after packet reassembly. Both modules extend the OpenFlow
pipeline to classify traffic to different policies based on the
extended Match field composed of network events, besides the
original OpenFlow Match field. The SR module accesses the
statistics of network events, and decides the paths of NFV
modules for various network events. The traffic will then be
redirected to the NFV modules on the path. The SR module
may modify the policies on the CLA and DPI modules due to
the changes of network states.

CLA Module: At the start, the switch initializes the policy table
based on the policy modification messages from the con-
troller. If an incoming packet is from the controller, this mod-
ule processes it based on the message type; otherwise, this
module extracts the network event inside it. This module then
matches the network event against the service chaining policy
table to find the policy to be applied, and forwards the packet
to the original OpenFlow pipeline for connectivity services, to
the DPI module for deep packet inspection, to some other
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Figure 1. The extended architecture.
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module, etc. The classification in the current
design involves matching the TCP/IP and applica-
tion headers with patterns specified by the con-
troller. The other traffic classification techniques
in the literature, e.g. those based on statistical
features, may also be implemented in future
work. If the table-miss policy is matched, the
module stores the packet into a buffer and
queries the SR module on the controller for the
policy to enforce. The subcomponents of this
module are described as follows.

Initializer: The default policies vary with dif-
ferent service routing logics. The module asks the
SR module for the default policies to be config-
ured, and initializes the policy table with them.

Control/Data Packets Separator: This separa-
tor checks whether the packets are control mes-
sages from the controller or data packets. The
control message handler will process the former,
and the consequent analysis procedures will pro-
cess the latter.

TCP/IP Header Analyzer: This analyzer extracts
the event in the TCP/IP header of an incoming
packet, e.g. a SYN flag. The Event and the Match fields
defined in the OpenFlow specification will be matched against
the policy table. Three default policies are checked before the
other ones. The first checks whether the application analyzer
should analyze the application header of the packet. The sec-
ond checks whether the NFV modules should process the
packet. If they should not, the packet is handed to the conven-
tional OpenFlow pipeline. The third checks whether the pack-
et needs to be forwarded to the DPI module. If none of the
policies are matched, the switch will ask the SR module.

Application Analyzer: This analyzer parses the application
header and matches against the predefined patterns to extract
the event. The packet may need to be processed by the NFV
modules, refer to the policy suggested by the SR module, or
be decided by the DPI module, which extracts the events after
payload inspection.

Control Message Handler: This handler processes the pack-
ets of control messages. It may apply actions to packets,
update the policy table, or reply the statistics to the controller.

Statistics Handler: The statistics are updated according to
the policy after the incoming packet is processed. The SR
module can configure the frequency or the condition for
reporting the statistics from the CLA.

DPI Module: The DPI module inspects the packet payloads
designated by the CLA module. Its subcomponents are
described as follows.

Initializer: This module is initialized by the default policies
that depend on the patterns to be inspected.

Application Payload Analyzer: This module extracts the
events from application payloads by deep packet inspection.
The events and the Match fields defined in the OpenFlow
specification are matched against the policy table. If no match
is found, this module will ask the SR module for the policy to
be applied; otherwise, it applies the matched policy, which
indicates whether the incoming packets need more NFV mod-
ules or not. The other subcomponents, i.e. control/data pack-
ets separator, control message handler, and statistics handler,
are similar to those in the CLA module. Unlike CLA, the DPI
module maintains the policies for the entire packet payloads.

SR Module: This module maintains network states according
to the network events, statistics, and packets from the data
plane. If an incoming packet is a message of OpenFlow con-

nection establishment, this module initializes the policy table
on the switch. If it is a message like OFPT_PACKET_IN in
Openflow [2], this module will reply with the messages to
update the policy table in the data plane. This module also
updates the network states by the statistics reported from the
data plane.

Extended OpenFlow Protocol Messages
We added the concept of network events into the original
OpenFlow protocol. The original Match field was extended
with the Event List field. We also extended the OFPT_PACK-
ET_IN, OFPT_FLOW_MOD messages and the original OpenFlow
table entries, as well as the OFPT_PACKET_OUT message with
the action list of the Apply-Actions instruction in OpenFlow.
The added action defines the path identification of the NFV
modules. The actions of the instruction field in the original
OpenFlow table entry were also extended. For the OFPT_MUL-
TIPART_REQUEST and OFPT_MULTIPART_REPLY messages,
we extended OFP_MULTIPART_TYPE for the statistics of the
extended service chaining policy.

Cases of Intrusion Prevention
We use two cases of intrusion prevention for the study. The
first case is detecting SYN flooding from the TCP/IP headers.
The second is detecting SQL injection and cross-site scripting
(XSS) attacks for web applications. The messages in the form
of OFPT_*_EXT support high-level network events and service
chaining, and are the extended version of their counterparts
without the suffix _EXT in the OpenFlow specification.

SYN Flooding Attack: Figure 2 presents the stages in the
sequence diagram. The CLA module extracts events from the
TCP flags. In stage (1), this module extracts the SYN event
from the first SYN packet, and sends an OFPT_PACKET_
IN_EXT message with this event to the SR module because
there are no corresponding policies in this module. After the
SR module replies with the OFPT_PACKET_OUT_EXT and
OFPT_FLOW_MOD_EXT messages, the policy to detect SYN
flooding attack is set in CLA to handle the SYN packet,
which is still forwarded to the subsequent NFV modules
before being detected as an attack. The destination IP address
and port of a SYN packet are critical fields in the policy, and
the other fields are wildcard. In stage (2), the following SYN
packets to the same destination IP address and port will
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Figure 2. The scenario of detecting SYN flooding.
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match this policy. By sending an OFPT_MULTIPART_REQUEST_
EXT message in stage (3), the SR module inquires about the
count of matched packets in incomplete connections (i.e. the
connections without the complete three-way handshake),
which are reported with one or more OFPT_MULTIPART_
REPLY messages from CLA. In stage (4), the SR module
detects that the count increases in a short time from the
statistics, and realizes the occurrence of SYN flooding. It then
sends an OFPT_FLOW_MOD_EXT message to the CLA module
to modify the policy into a DROP action. After that, in stage (5),
all the SYN flooding packets will match this policy and be
dropped by CLA.

Web Application Attack: Attacks on web applications such as
SQL injections usually come with malicious patterns in HTTP
requests. Figure 3 presents an example, where Fig. 3a and Fig. 3b
present the scenarios without and with malicious patterns in
the HTTP packets. If malicious patterns are present in the
HTTP headers, the CLA module can parse the headers and
check for malicious patterns. However, if malicious patterns
are in the HTTP payloads, the DPI module will inspect the
payloads to check for them.

In stage (1) of Fig. 3a, the CLA module does not extract
any events about malicious patterns in the HTTP packet,
while in stage (1’) of Fig. 3b, the module identifies malicious
patterns. In either case, this module sends an OFPT_PACKET_
IN_EXT message to the SR module because the corresponding
policy has not been set, and receives OFPT_PACKET_OUT_EXT
and OFPT_FLOW_MOD_EXT messages from the controller. The
messages instruct CLA to forward the HTTP packet to the
subsequent NFV modules and set the corresponding policy in
stage (1), and to drop the packet in stage (1’), since a DROP

action is set for the events about malicious pat-
terns. The subsequent HTTP packets arriving at
CLA in stage (2) and (2’) will be forwarded to
NFV modules or dropped directly.

In stages (3) and (3’), suppose an HTTP pack-
et with an application payload arrives at the CLA
module, with the default policies set to forward
such packets that need DPI to the DPI module.
After payload inspection, the DPI module will
send an OFPT_PACKET_IN_EXT message to the
SR module because of no corresponding policies,
and then sets the policies from the OFPT_PACKET_
OUT_EXT and OFPT_FLOW_MOD_EXT messages.
The packet with malicious patterns will be
dropped in stage (3’), or forwarded to the NFV
modules in stage (3) otherwise. The DPI module
will not ask the SR module for the following
HTTP packets that need DPI after the policies
have been set. In stage (4), the DPI module sends
the incoming packets to NFV modules while in
stage (4’), and it drops the incoming packets
directly by the policy for malicious patterns.

Experiment and Analysis
Experiments for Throughput Analysis
In the first experiment, the performance of trans-
mission (1) with classification in the control plane
and (2) with classification in the data plane were
compared. We used mininet (mininet.org) and a
Ryu controller (osrg.github.io/ryu) to build Open-
Flow-based SDN for a network service. We also
implemented a Ryu application to handle service
routing by the TCP header. Two hosts simulate
the client and the server, between which are

three switches controlled by Ryu, numbered from 1 to 3 from
the client. Between switches 1 and 2 is a firewall running
iptables (allowing web traffic or SYN packets) or a direct link,
and between switches 2 and 3 is a Snort IDS with default
rules or a direct link. Thus, four types of service paths are
possible with this topology.

We simulated each scenario by adjusting the SDN applica-
tion design. For classification in the control plane, the scenario
was as follows. The switches handle incoming traffic by sending
each incoming packet with an OFPT_PACKET_IN message to
the controller, which then replies with an OFPT_PACKET_OUT
message to forward the packet. As a result, each packet needs
to pass through the controller and be classified by its TCP
header to emulate classification in the control plane.

On the other hand, for classification in the data plane, the
scenario was as follows. Switch 1 handles incoming client traf-
fic by sending the first packet with an OFPT_PACKET_IN mes-
sage to the controller, which then sends an OFPT_FLOW_MOD
message with the OFPFC_ADD command to switche 1, switch 2,
and switch 3 to forward the packets. As a result, the rest of
the packets do not pass through the control plane because of
the classification on each switch. We used Iperf (iperf.fr) to
send traffic with destination TCP port 80 through each service
path in the above two scenarios, and measured the TCP
throughput in 30 seconds. Iperf sent data in one connection
with a default TCP window size of 85.3 Kbytes. The band-
width of network interfaces of the switches is 525 Mb/s. The
experimental results demonstrate the relationship between
transmission performance and the location of classification.

In this experiment, the throughput is presented for four
service paths. The first service path is composed of no ser-
vices; the second of firewall only; the third of IDS only; the

IEEE Network • May/June 2015 51

Figure 3. The scenario for web application attacks.
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fourth is composed of firewall and IDS. In Fig. 4, we compare
the throughput in the scenarios of classification in the control
plane and in the data plane. In the first scenario, each packet
needs to pass through the control plane and to be classified by
its TCP header. In the second, only the first packet passes
through the control plane and the rest of the packets are clas-
sified by the data plane and redirected to the service path.
The short transmission path with the classification in the data
plane significantly increases the throughput.

Experiments for Analysis of Controller Overhead and
Redirection Ratios
In the second experiment, we implemented the modules of
the extended SDN architecture with a C/C++ program for
traffic simulation and analysis. We ran Endace NinjaBox with
Endace DAG Cards (www.emulex.com) to capture the input
traffic from the campus network of National Chiao Tung Uni-
versity. The traffic included 1,224,895 packets. The TCP traf-
fic accounted for 77.23 percent, and 23.63 percent of the
packets come with the source or destination port number 80.
The amount of traffic to be processed by the SR, DPI, and
NFV modules can be derived by analyzing the input traffic,
and the results are compared with those in the conventional
OpenFlow-based network.

At first, CLA reads the input traffic, and then forwards the
output traffic to the SR, DPI, and NFV modules. DPI pro-
cesses the traffic from CLA, and then forwards the output
traffic to the SR and NFV modules. The transmission delay
between the data plane and the control plane was negligible,
and the lifetime of the service chaining policy entries was set
to infinity. We can also learn how much traffic went to the
NFV modules by checking the traffic from CLA to DPI and
the other NFV modules.

We study the controller overhead and the redirection ratio
for the NFV modules in this experiment. The former is the
amount of traffic from the data plane to the control plane,
and the latter is the amount of traffic going to DPI and the
other NFV modules. The experiment involved four scenarios.
The first enabled an intrusion prevention system (IPS) for the
campus traffic; the second enabled a layer-7 load balancer for
the same traffic; the third enabled IPS for only the HTTP
traffic retrieved from the campus traffic; the fourth enabled a
layer-7 load balancer for the same traffic. We also enabled the
aforementioned services for detecting SYN flooding and web
application attacks.

In Fig. 5, the controller overheads are compared between
the result from the OpenFlow-based network and that from
the extended architecture. We also analyzed the events in the
TCP packets. In the first two scenarios, since the data plane
cannot extract the events, all the TCP packets, which account
for 77.23 percent of the input traffic, will be redirected to the
controller for event extraction. However, the extended data
plane can extract the events, and only 0.12 percent of the
input traffic is processed by SR for the policy-miss cases. In
the third and fourth scenarios, since the data plane cannot
extract the HTTP events, the input (pure HTTP) traffic all
needs to be redirected to the controller. However, the extend-
ed data plane can extract the application layer events, and
only 0.054 percent and 0.053 percent of the input traffic is
processed by SR.

Figure 6 presents the redirection ratios in the four scenar-
ios. We consider HTTP POST requests and HTTP responses
with status code 200 as the packets to be inspected in the
application payload, and DPI is the destined NFV module for
these packets. We found that only 0.06 percent of the input
traffic needed to be sent to DPI for traffic classification in the
first two scenarios, and the redirection ratios to the NFV
modules were 23.63 percent and 0.42 percent. The amount of
traffic to the NFV modules varied with the enabled NFV
modules. In the first scenario, all the TCP packets with source
port or destination port of 80 were redirected to the IPS ser-
vice. On the contrary, only the packets to the web application
server with load balance service enabled needed to be redi-
rected to NFV modules in the second scenario.

In the third and fourth scenarios, the input traffic is all
HTTP, all of which was redirected to NFV modules in the
third scenario for IPS service, while that to the web applica-
tion server was redirected to the NFV modules in the fourth
scenario. The results show only the necessary traffic will be
redirected to the NFV modules.

Conclusions
Compared with OpenFlow-based SDN, the extended architec-
ture causes little controller overhead for providing NFV mod-
ules. The CLA module on the switch classifies most traffic,
and the DPI module is responsible for the rest that cannot be
classified by CLA. We studied the controller overhead and
the redirection ratios in various scenarios. The results show
that controller overhead can be reduced from 77.23 percent to
0.12 percent, demonstrating the feasibility of this extended
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Figure 4. The throughput in various scenarios.
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architecture. The throughput is improved from a few Mb/s to
more than 100 Mb/s because of the short transmission path.
Moreover, only the necessary traffic will be redirected to the
NFV modules, so the redirection ratios vary with the composi-
tion of traffic types and the required NFV modules. There-
fore, the extended architecture is a feasible approach to
extend the OpenFlow specification for supporting NFV mod-
ules in SDN in the future.
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Figure 6. The redirection ratios in the four scenarios.
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